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Задание №1 Синхронные потоки

Условие:

Шифр «двойной квадрат» Уинстона

Код:

using System;

using System.Linq;

namespace Laba\_2

{

    class WheatstoneСipher

    {

        private const int M = 13;

        private const int N = 2;

        private char[] \_specSymbolArr = { ' ' };

        private static char[,] \_firstMatrix = new char[M, N];

        private static char[,] \_secondMatrix = new char[M, N];

        public string Encrypt(string text)

        {

            var enAlphabet = Enumerable.Range('a', 'z' - 'a' + 1).Select(i => (char)i).ToList();

            //var ruAlphabet = Enumerable.Range('А', 'я' - 'А').Select(i => (char)i).ToList();

            var alphabet = enAlphabet.ToArray();

            \_firstMatrix = alphabet.Shuffle().ConvertToMatrix(M, N);

            \_secondMatrix = alphabet.Shuffle().ConvertToMatrix(M, N);

            text = text.ToLower();

            string result\_text = "";

            if (text.Length % 2 != 0)

            {

                text += ' ';

            }

            int length = text.Length / 2;

            int k = 0;

            char[,] bigram = new char[length, 2];

            char[,] kripto\_bigram = new char[length, 2];

            for (int i = 0; i < length; i++)

            {

                for (int j = 0; j < 2; j++)

                {

                    bigram[i, j] = text[k];

                    k++;

                }

            }

            int step = 0;

            while (step < length)

            {

                var cortege1 = FindIndexes(bigram[step, 0], \_firstMatrix);

                var cortege2 = FindIndexes(bigram[step, 1], \_secondMatrix);

                kripto\_bigram[step, 0] = \_secondMatrix[(int)cortege1.i, (int)cortege2.j];

                kripto\_bigram[step, 1] = \_firstMatrix[(int)cortege2.i, (int)cortege1.j];

                step++;

            }

            for (int i = 0; i < length; i++)

            {

                for (int j = 0; j < 2; j++)

                {

                    result\_text += kripto\_bigram[i, j].ToString();

                }

            }

            return result\_text;

        }

        public string Decrypt(string text)

        {

            string result\_text = "";

            int length = text.Length / 2;

            int k = 0;

            char[,] bigram = new char[length, 2];

            char[,] kripto\_bigram = new char[length, 2];

            for (int i = 0; i < length; i++)

            {

                for (int j = 0; j < 2; j++)

                {

                    bigram[i, j] = text[k];

                    k++;

                }

            }

            int step = 0;

            while (step < length)

            {

                var cortege1 = FindIndexes(bigram[step, 0], \_secondMatrix);

                var cortege2 = FindIndexes(bigram[step, 1], \_firstMatrix);

                kripto\_bigram[step, 0] = \_firstMatrix[(int)cortege1.i, (int)cortege2.j];

                kripto\_bigram[step, 1] = \_secondMatrix[(int)cortege2.i, (int)cortege1.j];

                step++;

            }

            for (int i = 0; i < length; i++)

            {

                for (int j = 0; j < 2; j++)

                {

                    result\_text += kripto\_bigram[i, j].ToString();

                }

            }

            return result\_text;

        }

        private (int? i, int? j) FindIndexes(char symbol, char[,] matrix)

        {

            for (int i = 0; i < M; i++)

            {

                for (int j = 0; j < N; j++)

                {

                    if (symbol == matrix[i, j])

                    {

                        return (i, j);

                    }

                }

            }

            return (i: null, j: null);

        }

    }

}

using System;

using System.Diagnostics;

using System.Threading;

namespace Laba\_2

{

    class Program

    {

        static void Main(string[] args)

        {

            var wheatstoneСipher = new WheatstoneСipher();

            var thread = new Thread(() => { Cr(wheatstoneСipher, 0 ); });

            var thread2 = new Thread(() => { Cr(wheatstoneСipher, 1000); });

            thread.Start();

            thread2.Start();

            Console.WriteLine("[1]:decrypt or encrypt\n[2]:Your string");

            Console.WriteLine("Press any key for close.");

            Console.ReadKey();

        }

        private static void Cr(WheatstoneСipher wheatstoneСipher, int sleepTime)

        {

            var userString = "hellol";

            var result = wheatstoneСipher.Encrypt(userString);

            Console.WriteLine(result);

            Thread.Sleep(sleepTime);

            result = wheatstoneСipher.Decrypt(result);

            Console.WriteLine(result);

        }

    }

}

Результат:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYYAAAB2CAYAAADMZTRIAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABK+SURBVHhe7d29buJMFwfwA/XegZVnixTLLaBssdkSel4pREpL6CmIRBUJCsqViNtIcQp6KMMWiWj2AkixRbLydfDOmRl/jLEdbIgJ5P+T0GYTBsbG+Hg+PKf05cuXJQml+oBmnSr/GDGn4ekVTZbyabmUSnXqzzoU++rDU+pO8r82QJxKvU0/6YEeps+00MduqVKhy4seNaoWH3j0ozuRvwcAU1n/C3BQjr83qNGxyZ7N6Pfv3/Ixs20VFPhi52qqnggAK/wWA8AhKVXqonVwRiciEHAoUFxy5/d0LYKC14oAgFUIDAAAYEBggNAY0ObjSR9RqdKmfu+EqlbQdiBXtB5eD7f1gHE92ATGGOCgyUkVdsMMCkz836p+p2P9XwAIIDDAQat919fM8yG1Tk/px48f8nF62qLW8JH+qr8enOVyQl29rd72jl39R4A3lAd6xsbqwyFn0KZ6paSfCrBfSqUKff2Pf3JpfGt2GS2XC1pMJhiEBoiR0mLgpnaDOnaf6iUEBwCAz6L068+fZdygY6VSp4teh3jatztuUXO00H9RV2KXdzY1LHEl1jqnG6pRv3dm9OPGDXDxFMLo89z5mO5vb2iyiL9y4xuVLs7MgUPXden19YkeE8rlKZMV3yxV+3lBZydV7q7WeDrkE11f3RhXotHB3em3S7EfuN9b/d11xT64Xq1XffCb+J7D6P73+K8ryrfOzffMIm3wudJ2yG6Iiia8R5bPtIjtSRt0jYqrhzruI9vjzunp/pZGk7g65/su5JE8Bfcp9TvEgnq+XZ+s+4Dl+c7lOR9AMRJbDIvFhK7u5/Jn6yhliO74ku5s8UUMfbhxeBAw7nmqVXJH7ZguK3lS6qwOHFri/1VR7ntMtfKUyUqefGybOo1wUGCqlWXfXVIlqZVV6+vBUP1/wbLEPuitlpk+6v1/8jP29b5dii+V+Hd+nz8opHkzKGT8THe9PW+R2xu3PVZV3izntCv6NwnW/C7kwXWbidfmG/QitZP7++znN/3/zeTZB3m+c3nOB1Cc1MHnb6qDltx/SUN0ljhYGmSJq4lhSw3snbbG4hrGxNMF78SlosV9vcOWMSA2lOcK8ToXNflcD1/h/Dzhg8YVVzhBGfUePHA4psdItfKUyU1sM29LeECTX19uu3WUMNulSh2xH/iqyNtfQZkTWvluT2/VgKEIHJHdE9rWOT2+w028/MVNbylk/0yL2J7woGsw4MpX88Hn5D2MVrDYnh5vr+CGBqrV9sgXEdXupZyw1vsu5BGuGx933ut79eNj6OlF/XkTefZBru9pnmMHChUbGLibpN4e6IPEpaeHZ/WHOHwAnV/5Tb/lYkRN8SGHm6q1C/GFEf/Oh+dGU5QHAKe3+svz39eEq2xR8qv+UVsuFrSYjFKam3nKrE+efJpduS3hE+bz9IGe1MbQ14QLOP7CNbtBPYIyq3j/POg/Vs8iLYrahewWcMe3W7/vQF7NqT6f2KDA8nymu9qedXjbw9scvreB6zzpNtc7Ya3xXcgjXLfw6zOuHx/XSV08WWy2D0TJNb9zm50PoAg6MIgr2ciaMrKbRPzFHV/TKPFkKiL+bfoNQnxFoRseVO0E7xG8lz4YI1fZfJDc6K6sasMWz/VmSSU35/OU2QT3qw4cJ9iWmerDTTan+8Q1eiyK67F7vrkXpYRQi4L36eWZ7HSh+5uUoJ3Ht0t1NZcSFPJ+pqzw7VlDeHuSurG8brDkE9bb34U81qnbNuTdB1m/c5scO1Cc+K4kvitUd3fEDRJmc0xHqSfLZMtJVzRHhzQX9eETp+p/VAffoF2P/YLmKZMVH9xt53dsv+q2cevkVvW/BFdq+uqa5o9bvrr+j757V42pNvhMC92eQ5B/Xxcl23fu428P+IGBZ6OE+mCbTaO7YzN/6R8fL3xFFdPPGzy6sSeF5YK7bZryOS1x8I1lX6clrk46ZPfjm/V5ymRR6+uWgezvDcYZgj7t7Xp+eFLN6+oZtcWVmLq6Vleo2/VKj1e6n9dKG0Tf7DMtbnsOgbevP7b1v3ObHTtQjNTB523gpubLK/9k0cmGMyd4ptSo2wwG9dboh8xTJg3PSFI304qgIPt7F+/WvPdwX7VqrYt92OuRGqO9T+ni28QzTUVw8AaJ44LDpp9psdvztmB7OFbFB0P/DurXl3f/vMPWqds2bHMfpH3ntnk+gPfz7oGB+dMUGzY5A9G0jMzs4HnT7bZ5lzXPXBg4A2rXK8bzuRundnEiDqtVecpk513xVOnsMjiw5X0N/Z4/xpA2wzcPb1COpwDK8+h7TEXS+Mt7c54eHPJ8pmFFbs86/EFPsb09cYXrbS8fO/WBI++/2FWrJlw3+65v9N9z/eS+Fsf8pvLsgzzfuU2OHX5d7sZVYxIOprW+k8Qb3NLwhxO+qWedKz1/Tnwi87XklDZvICoWT487N2Z85CmTR/K2uDw8I0926r9qAPeZb3qSN12t7udgX4qTY8qNR+Hnea+7rSvXpBvc3nrPrJ9p2HtujyfrcfrW9sTdEJf1PfJ6c1/P0zPShfd32nGWdR/k/c7lPXaM4ybl+ILNFNJiYIsRNy1V36O8KvGpge7x0Jz9xN0N10Px+4TnD8UBET3Y8pTJg7elNZwb7+G9/vn5Pcnu1S3jq3hvqmdRN4C91XLI+pmG7WJ73iI/V7E9ahA1wHf98nz7zSdi5PfWvh5uqSWTdR/k/c5tcuzA+0M+hj2RdFW/rw5tewAOSWEtBsiPm8+1Pp9ExfXUjm4A26ZD2x6AQ4MWwwfGdyDP1Iiftt9X14e2PQCHCi2GPaH6aw/nJHpo2wNwSNBiAAAAw9ZbDLzmPs8xHtQxvxgAYB+hKwkAAAwIDAAAYEBgAAAAAwIDAAAYZGDgpNzhhDO/9aJYaQPJsWViF70Sz5PPGVC9VJJrqwz8RbB+k+OsLpbllxF/q5Qq1B6o9/HyzfJ8eEeWd4y6efVNys1rvq4q55VJf6i6AwB8BmW1CFbHTDijE38b9yKFJJaxZ4llpAyJ8JUjuuAFs3QBmW+2Lt5bvIn+jbFEsL9q4wdNNg8AsA/KfW9lxHDyb724VRy5umFPl3H5JqW3yygZE+EzEWyq1lw+v+Vl/eKE67Ku3uJuoRSAOZLNT7pxSUI46Q4vJKaeg2UbAOAzKasLfHHyDSf/1ok2VPLvCC8NI5c5vwklPk8po2VJhK/wsrpX8vnPXhYRXqJZ1DUuM3B4xc5Nks1zN5lc4E0+f7eragIAFE0NPmfItfvNzxieNT9v9kT45D7RQyQCuE8Pqd1Amyabl0GBu8nEz/MdL7UMALALMjC4//7K/6zjWGfyzlKmSJskm/fHTsTPHBS6EwQFAPh8ck9Xtbadu3KL8iSbD2eiQlAAgM9MBoa4WTzcpeLl/g77qxIexybV5y4br6dpl7Imm+fprwgKAABKWZ7mOfn3ZZD8u8JTQnWXSpR/NS7LBFOJuEzfz8W6e+smm69wUNDTX1UuXAQFAPjcyurKms/zHbJnM3lDl81TQl3O46r+FqauxlWrwWrY/k1gXKZK8WV24jk040lsS1wvEt/wduHfE0FU7ajtX33gBjcA+DzKPI+/Jc7m3jmU++J5Wmnr/IFIdgu5FB1nnnSbCWVu6EX/Ztc+YrJ5AIB9kJioR07xlF1D+5l+EcnmAQDyKfPYAK+LFB5ILvFMnn5vrSmeHxEHNSSbBwDIp/S/X3+Wyesb7dfVNpLNAwBsrjy9VWscBeMFTI8Z7PFJFcnmAQDySRxjAACAzyn3nc9J0nI4AADAx7f1wAAAAPsNgQEAAAwIDAAAYEBgAAAAgwwMvJLqSmL/eiV1IDm2TCSpP/MT8Ov1hnh564Gjy4iH47SpHilnJu2vUHug3sdL8s/3KziyvGPUzauv97wo83VVOa9M+gNrJQHA51FOTOzfsRMT+yeWsWeJZaRan2Z2Q6bM9FhWgzq9SBpO3xFd8LIcuoDV6ImAJd7bX/jOMlJ4Th/VCn5xy4izb5dnKgkP1k4CAEhU7us8BCRvaHs7sb9cQ6mny7hBYv+0MkqVOuKErm48U2VaQ7U0djgNp0EEmyqv1SSe3/KysvHKr7KuLZ34/4j8lEHTW/27BnnJ2zxc758qMQOFV+DmRQS5LtHH6emQvM3BshoA8JmU1QW+OPleTf2r6NTE/l6aTC5zfuMn9k8to/Hd1M3uyC/zPA0tjR3LpTHfvSye//zyqn81ppaoa1zm5vCKquGWhKTrvc5JnrvJ5AJ88vnI+wwAn4safM6wUN43L0Vb5sX15nQvTujxLIrNFOo+0UMkArhPD6ndQM839+KdhFArRLZyZHpPUYebuJASkEEhlPcZQQEAPhsZGLIk9j8+ks2FTGWKtFxO6NbrdvL6k7xWzhvBzB87ET8jxScAfFa5p6tasZf4H4OffrR6Rm1eQly2Flwax6Vx01RQQN5nAAAZGOJm8XCXync1AGH4+08PCvz3dbVMqUJeT9MuqfSj/JNFJ70eqTHnexrpsY0onv6KoAAAoJTlaV4m9q/5J3pO3uN1qUT5V+OyTDCViMv0ZcY3/Ysdm96qGU+WZakTfngqUkiFg4Ke/jofniIoAMCnV1ZX1nye75A9U8nwObG/5cYn9ldX46rVYDVs/yYwLlOl+DI78Rya8SS2Ja4XiW94u/DviSCqdtT2rz5wgxsAfB5lnscfn9j/gUh2C7kUHWeedJsJZW7oRf9m18JTV3FDGwDA+hIT9cgpnrJraD/TY3JrQN6LwPdbIL0nAMDayjw2wOsihQeSSzyTp99ba4rnR8RBrdZXYyS4axkAIJvS/379WSavb7RfV9s8u2hmbAxaCwAAWZWnt2qNo2C8gOkxgz0+qao1mRAUAACyShxjAACAz6n058+v5Xt3twQDwavUvQOr752nTB5FvQ8AwL7IvSQGAAAcpkICAy9s1zVyHehcCinylMmjqPcBANgXaDEAAIABgQEAAAx+YFgnSX8Yr746cFSSfr/MIL1MUSpxdXMG8kY+AABIpwJDxiT9apnqjnh+qIBgVUUZ+47aOwwOlbZDdlzdrCo1OjY5bQQHAIA0IjBkS9IvE9rIFUldGg9bxqCtyvccypxWMK5bT6/7rW7QU9uj6qZGlK1Gb6eBCwDgo5MthixJ+msXXkKbcxqFchfwaqZeDoS4JD5F8OrGy2xfX039FVW5brwi7K4DFwDAPhCBYf0k/eEMbXG5C7g7Sp6YrSMqOvFnuG5Jy2xPH3WyiB0FLgCAfeAPPq/nmI7MrnsAADgwGQPDX1Ipn10a6/GI+EcXi9cBAOypTIGB++pfXvkni06io9I7FtSNqHoWP5uq9l2viPT6goxuAAAJMrYYgn56zvfsDOpUiczw4XsI2u3d3M/gD35bDer1a35w4PGH+sAhlapBtHbiEkADAICUOTAsJ11q6cWErGqHbNschOZ7CBqNE/oqn1Gs5WJE1+G6zVTdZjNbBAU9jXV8TSM9+woAAFZlDgxsMWrSaSspwc+YxsPdnXy5bi1Rt7kbqZk7l/ddNEfBFFsAAFiFRD0AAGDI1WIAAIDDhcAAAAAGBAYAADAgMAAAgKH058+v5fD06l3vVM6TcL+oJP1FvQ8AwL5AiwEAAAyFBIY8CfeLStJf1PsAAOwLtBgAAMCAwAAAAAY/MHBazIETrHnkOOkL4ZXiEu4PdrN4XhQv5LdSN2dA7TryPQMAvEUFhlpfZl/T68xJltWgTi9++epSfUB3cQn3q6KMfbfTnMqVtiMX8lupm1WlRscmp43gAACQRgSGKnU6Vbn43VAn32kNveWrTyiadoFbFnfi+RYvXz1sGYO2u86pzHXrNfQqqvMhtU7V9qi6qRFlq9HbaeACAPjoZIuBT6LN7ogmekXU5+kDPSXMzPES7s+H5zSaBCuVcqIcPx/CjnIqe3Ujd0zXV1M/GQ/XbdJt7jxwAQDsAxEY5nQvTqLxLDoKZfUPJ9yvdsw8DPzg7ih5YraOKFSsEOG6ze9vYjO0eUmGdhW4AAD2gT/4vJ5jOjK77gEA4MBkDAx/6Z/sK3JprMcj4h/dd11iAwAA3k+mwBAk3LfoJDoqvWNB3YiqZ/GzqWrf9YpIry+xXU0AAJC5xRD001sNm5xBnSqRGT58D0G7vZv7GfzBb6tBvX7NDw48/lAfONSRcUG0dm6TxlQAACBzYFhOutQKJ9y3zUFovoeg0Tihr/IZxVouRnQdrttM1W02s0VQ0NNYx7vLRw0AsA8yBwbGCfdPW0Maz111he4T/5+PaTzc3cmX69YSdZu7kZq5c3nfRXMUTLEFAIBVpS9fvuDyGQAAfLlaDAAAcLgQGAAAwIDAAAAABgQGAAAwIDAAAIABgQEAAAwIDAAAYEBgAAAAAwIDAAAYEBgAAMCAwAAAAAYEBgAAMCAwAABACNH/AcrFtRLrZxbSAAAAAElFTkSuQmCC)

Вывод

В ходе лабораторной работы были отработаны навыки создания исключительных ситуаций и их обработка, также отработаны навыки многопоточного программирования с асинхронными потоками.